1 Summary.

The IKAROS solar sail is the first proof of concept that a solar sail can actually work. IKAROS was deployed by the Japan Aerospace Exploration Agency (JAXA). JAXA scientists measured force from solar radiation pressure of 1.12 mN at 1AU. Surface Area of Sail - 196 $m^2$ [IKAROS Website]. Mass is 315 kg. Over a 23-hour period, attitude control of the solar sail was demonstrated by JAXA to be changed by 1/2 degree.

The attempted fly-by of Venus was not successful [Howell 2014], which was estimated to take about 1/2 year[Mori 2010].

1.1 Project Goals.

To simulate inter-system navigation. In particular, simulate a fly-by of a celestial body.

Explain how the solar sail achieves attitude control by changing the color of the reflective 80 liquid-crystal panels. This is while the sail is spinning at 2rpm.

2 Equations Describing the Orbit.

This section uses the standard solution to the two-body problem from Celestial Mechanics. $a$ denotes the semi-major axis of the elliptical orbit, while $e$ is the ellipse’s eccentricity. The semi-latus rectum is $p = a(1 - e^2)$. The true anomaly $f$, is the angle measured from periapipsis (the point on the ellipse closest to the focus). In this
case, the Sun is located at the focus which is closest to the periapsis point. Then, the distance from the Sun can
be computed using the ellipse equation:

\[ r = \frac{p}{1 + e \cos f} \]

\[ \mu = G \cdot M \odot \], where \( G = 6.67 \times 10^{-11} \) is Newton’s gravitational constant, and \( M \odot = 1.989 \times 10^{30} \) kg is the
mass of the Sun. The mean-motion can be computed from Kepler’s 3rd Law: \( n = \sqrt{\frac{\mu}{a^3}} \), since the mean-motion
\( n = \frac{2\pi}{\tau} \) has the period of the ellipse (\( \tau \)) built into its definition.

The eccentric anomaly \( E \) is computed by numerically reversing Kepler’s equation: \( nt = E - e \sin E \). This was implemented using code found on github, which references [Murison 2006]. The specific angular
momentum is \( h = \sqrt{\frac{p}{\mu}} \).

We start the solar sail at 1AU in an orbit similar to the orbit of the Earth. Somewhat arbitrarily, we begin at
periapsis, \( r_p = a(1 - e) \). The eccentricity of this orbit is small, only about \( e = 0.0167 \). The starting major axis
is \( a_5 = 1.5214 \times 10^{11} \) meters. The simulation stops and returns time of flight when the solar sail reaches the
orbit either Venus (\( a_2 = 1.0821 \times 10^{11} \)) or Mars (\( a_3 = 2.279 \times 10^{11} \)).

3 Equations Describing Orbit Transfer.

3.1 Estimate for Solar Radiation Pressure [Rios-Reyes 2006].

\[ I_0 = 2.04 \times 10^7 \text{ W/m} \] is the Sun’s frequency integrated specific intensity. \( c \approx 3.00 \times 10^8 \) m/s is the speed of
light in a vacuum. \( R \odot = 6.96 \times 10^8 \) m is Radius of Sun. \( r \) is the current distance of solar sail from Sun. \( P(r) \)
estimates the solar radiation pressure from the Sun, with current distance from the Sun as the only variable-input:

\[ P(r) = \frac{2\pi I_0}{3c} \left( 1 - \left[ 1 - \left( \frac{R \odot}{r} \right)^2 \right]^{1.5} \right) \]

This estimate neglects angle of incidence of the solar rays. \( P(r) \) predicts force of about 0.9 millinewtons at
1AU (for the IKAROS solar sail), which is pretty close to the actual force measured by JAXA scientists.

3.2 Perturbative Force Model.

Since the force for solar radiation is on the order of millinewtons, and the gravitational force is on the order of
Newtons, a perturbation approximation method is appropriate for navigating within the solar system. First, we
calculate the non-gravitational acceleration [specific force] by \( F = P(r) \times SA/m, \) where \( SA \) is the surface area
of the sail, and \( m \) is its mass. We then project the specific force into radial (\( R \)) and tangential (\( T \)) components.
This takes into account the angle of incidence (\( \theta \)) of the Sun’s rays (reflected photons). Units of \( F \) are \( m/s^2 \):

\[ d\vec{F} = R\dot{r} + T\dot{\theta} = F \cos(\theta)\dot{r} + F \sin(\theta)\dot{\theta} \] [Murray and Dermott 1999]

3.3 Integrating Osculating Orbit Element Differentials.

The orbit elements eccentricity (\( e \)) and major axis (\( a \)) will change gradually due to the perturbing force of the
solar radiation pressure. The amount by which they vary with time is given in differential-form, as they are
implemented in the code. The change in orbit element is computed for a small increment of time (\( dt \)). For
reference in derivative form (e.g. \( \dot{e} \)), check [Murray and Dermott 1999].

**Ellipse eccentricity:**

\[ de = \sqrt{\frac{p}{\mu}} (R \sin f + T \cos f + \cos E))dt \]
Ellipse major axis:

\[ da = \frac{2}{n\sqrt{1-e^2}} \left( R \cdot e \sin f + T \cdot \frac{P}{r} \right) dt \]

### 3.4 Integration of differentials.

\[ \Delta e = \int de \approx \sum \dot{e} \Delta t \]

\[ \Delta a = \int da \approx \sum \dot{a} \Delta t \]

These sums were implemented by taking \( e^+ = de \) at each time-step. With the new osculating orbit elements, the current position \( r \) is computed, and compared with the orbit of \( a\sigma^\circ \), for example. So, if the distance \( a\sigma^\circ \) from the Sun is obtained, the program terminates and returns the time of flight.

### 4 Results and Conclusion.

From the solar radiation pressure, I wrote a program to simulate a fly-by of Mars in finite time. In theory, it should be possible to also simulate the fly-by of Venus, although it may require adjusting the angle of incidence during the transit. It might also be interesting to look into utilizing the Interplanetary Transport Network for efficient transit between celestial bodies. I would also have liked to provide more detail as to how to operate the attitude control.

**Time-of-flight for transit to Mars:**

- 40 years for a 1000m\(^2\) solar sail.
- 180 years for the 196m\(^2\) solar sail (IKAROS).
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A Sample Output.

```
p: 3.1265766141976605e+11
r: 2.2790108791965472e+11 t: 1.2444600000000000e+09
pressure= 1.9938110889361966e-06
F= 6.3295590124958619e-06
a: 3.6284244691860608e+11
E: 2.8551450290545355e+00
e= 3.7190078577741820e-01
Time of Flight: 1.2444700000000000e+09
```
B Software.

The code is implemented in C++. I have attached the program below.

```cpp
//Successful fly-by of Mars.
//Needs Inclination.
//Needs fly-by of Venus, which may require adjusting the angle
//while in transit.
#include <cmath>
#include <iostream>  // this has the cout, cin definitions
#include <iomanip>  // manipulators like setprecision
using namespace std;  // if omitted, then need std::cout, std::cin
double ecc_anomaly(double t, double period, double ecc, double time_peri);
double keplerstart3(double e, double M);
double eps3(double e, double M, double x);

int main() {
    double dt=800.;  // time interval in seconds
    double t=0.;
    double e=0.0167;  // initial eccentricity
    double a=1.496e11/(1.-e);  // starts in heliocentric orbit at 1AU from Sun
    double f=0.;  // initial true anomaly
    double r=a*(1.-e);  // initial radial distance from Sun
    double aVenus=1.0821e11;  // fly-by of Venus
    double aMars=2.279e11;  // fly-by of Mars
    double pi=3.14159265358979323846;
    double mu=6.67e-011 * 1.989e30;  // G*Mass_Sun
    double m=315.;  // mass of solar sail
    double SA=196;  // surface area of solar sail (not including center payload)
    double I0=2.04e7;  // frequency integrated specific intensity
    double c=299792458;  // speed of light in vacuum
    double Rs=6.96e8;  // radius of Sun
    return 0;
}
```

double theta = pi/4; // angle of incidence of sunlight

while((r>aVenus) && (r<aMars)) {

double p = a*(1-e*e); cout << "p: " << p << endl; // semilatus rectum
r = p/(1+e*cos(f)); // distance from Sun

cout << scientific << setprecision(16) << "r: " << r << " t: " << t << endl;
}

cout << "压力= " << pressure << endl;

double F = pressure * SA / m; cout << "F= " << F << endl; // estimated perturbing acceleration

double R = F * cos(theta); // radial acceleration component

double T = F * sin(theta); // angular acceleration component

double n = sqrt(mu / pow(a,3)); // mean motion from Kepler's 3rd Law

cout << "a: " << a << endl;

double E = ecc_anomaly(t, 2*pi/n, e, 0); cout << "E: " << E << endl;

double de = sqrt(p/mu)*(R*sin(f)+T*(cos(f)+cos(E)))*dt; // differential of eccentricity

e += de; cout << "e= " << e << endl;

double da = 2*dt*(R*e*sin(f)+T*p / r)/(n*sqrt(1-e*e)); // differential of major axis
a += da;

double h = sqrt(p / mu); // specific angular momentum

double df = h*dt / r; // true anomaly differential
f += df;

t += dt;
cout << endl;
}

cout << scientific << "Time of Flight: " << t/(60*60*24*365) << " years" << endl;

return 0;

/**
Calculates the eccentric anomaly at time t by solving Kepler's equation.
*/

double ecc_anomaly(double t, double period, double ecc, double time_peri)
{

double tol;
if (ecc < 0.8) tol = 1e-14;
else tol = 1e-13;

da = 2*pi/n; // mean motion
double M = n*(t - time_peri); // mean anomaly
double Mnorm = fmod(M, 2.*M_PI);
double E0 = keplerstart3(ecc, Mnorm);
double dE = tol + 1;
double E;
int count = 0;
while (dE > tol)
{
    E = E0 - eps3(ecc, Mnorm, E0);
    dE = abs(E-E0);
    E0 = E;
    count++;
    // failed to converge, this only happens for nearly parabolic orbits
    if (count == 100) break;
}
return E;

//Provides a starting value to solve Kepler’s equation.

double keplerstart3(double e, double M)
{
    double t34 = e*e;
    double t35 = e*t34;
    double t33 = cos(M);
    return M + (-0.5*t35 + e + (t34 + 1.5*t33*t35)*t33)*sin(M);
}

double eps3(double e, double M, double x)
{
    double t1 = cos(x);
    double t2 = -1 + e*t1;
    double t3 = sin(x);
    double t4 = e*t3;
    double t5 = -x + t4 + M;
    double t6 = t5/(0.5*t5*t4/t2+t2);

    return t5/((0.5*t3 - 1/6*t1*t6)*e*t6+t2);
}